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| --- | --- |
| Program: | GDP1 |
| Course: | INFO6023 – Game Algorithms and Gems |
| Professors: | Michael Feeney |
| Project # 1: | Exploring various “containers” |
| Weight: | Divided equally over all the projects |
| Due Date: | Let's try: Saturday, February 10th at 11:59 PM |

*Note: This project can be done alone or in pairs*

Description and Purpose

Explore the basic Standard Template Library (STL) containers and algorithm libraries in terms of basic usage, fitness for purpose, and trade-offs (time and memory). Then create your own implementations of the some containers and algorithms to explore how they function, and the reasons for the trade-offs.

Details

Rather than deliver a complete application, you will deliver code that will be used a "library" of functions.

You will implement the same functionality with six (6) different containers:

* STL: vector, list, and map (or hashmap)
* Your own ("DIY", or "Do It Yourself") equivalents:
  + vector, or "smart array"
  + list, or "linked list" (either singly or doubly linked)
  + map (either a traditional "red-black" tree or as a hash based container)

More details of the functional requirements of your "DIY" containers are listed later.

You will implement the interface described in the GemsP1InterfaceCode.7z file: (this is listed later) ![](data:image/x-emf;base64,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)

You may implement this "interface" as a set of functions **or** methods (not a messy combination of the two, please). Note that "exercise code" I will be using will "call" these functions, so don't change the signature.

The data will be in the format of the US Census data (from 2001, I think) in files: "dist.female.first.txt", "dist.male.first.txt", and "US\_LastNames.txt". Note that I may use different data (i.e. different names, etc.), but it will be in the same format as those files.
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**"Exercise" code and marking:**

I will be using code, that will "exercise" your code, calling the various interface methods/functions.

Within reason, I can make *trivial* changes to the code, but generally, **keep in mind that if you code doesn't build, then you get zero**; I will not spend hours altering my code to conform to yours - that's not how it works "in industry" as they say. I'm going to be "reasonable", but seriously: that's what "interfaces" are for, for you to write code to match that interface so that it can be easily "dropped into" the existing code base.

So do **NOT** change the signature (class names, function/method names, order and/or type of parameters), etc. You may *add* to the basic class, but keep in mind that *I will be expecting the members of the cPerson class to be present*.

For methods: I should only have to change the class I am using in the declaration, then the rest of the code should work. So for each student, the fist line where I instantiate the classes would change from:

**cSallysProjectClass\* test = new cSallysProjectClass();**

**test.LoadDataFilesIntoContainer("female.txt", "male.txt", "last.txt");**

**// ... and so on**

... to this:

**cAbrahamsProjectClass\* test = new cAbrahamsProjectClass();**

**test.LoadDataFilesIntoContainer("female.txt", "male.txt", "last.txt");**

**// ... and so on**

For (global) functions: Provide your code as a set of separate files, so that the functions can be globally called. In other words, I will run the "exercise" code multiple times, once per container. Again, do *not* change the signature of the functions (like **FindPeopleByName\_Vector()**, **FindPeopleByName\_List()**, etc.)

In other words, I should only have to change the implementation (cpp) files between containers and students - that implementation file should have the code for the specific function.

**Requirements for DIY containers:**

**General:**

* You need to implement the functionality, ***not*** the exact syntax, of the containers. For instance, you **can** have an **insertAt(int index)** method, rather than actually overloading the operator (operator overloading is always looked at with suspicion… mainly because it’s very easy to get it completely wrong, or do something unexpected).
* The containers do ***not*** have to be templated; they can be writing to only handle the "person" class you are using. Note that you *can* use templates if you'd like, but you will *not* receive any additional marks.
* You do not need to implement iterator classes for access (which is common in the STL). Also note that using templates is completely pointless in a projects like this (it’s often pointless in real code, too).
* It should offer approximately the same "gross" performance as the STL containers. For instance, inserting at the end of a vector is fast ("O(1)" in big-O notation, for every insert that doesn't cause a re-size) in comparison to inserting at a random location, which is "O(n)".   
  (See <https://justin.abrah.ms/computer-science/big-o-notation-explained.html> for a brief, and someone non-theoretical, sensible, introduction to "big-O")
* Other than passing and returning information through the STL vectors used in the "exercise" methods/functions, you may ***not***combine different containers between the STL and your DIY containers. i.e. if it’s the “vector” version, then it should *only* use vector and nothing else.
  + For example, you cannot implement the "sort" functionality in the DIY vector by copying the data to an STL map, then copying it back.
* You cannot "hide" the "real" container behind another. For example, if you are implementing the vector, the data must stay in that container "most" of the time. Like the bullet point above, you can’t perform a "vector sort" by copying the data into an map (which is sorted), then back – the data must be in a vector the entire time; you can't just keep the data in multiple containers all the time, or actually store the data in one container (say a map), but then only copy it into your vector when it is needed.

Here is a brief comparison of STL container performance:   
[http://john-ahlgren.blogspot.ca/2013/10/stl-container-performance.html](http://john-ahlgren.blogspot.ca/2013/10/stl-container-performance.html%20)

**vector:**

* A "smart" or "dynamically grown" array.
* In general, behaves like a "regular" array
* Insert at end (equivalent to "push\_back")
* Insert and delete anywhere (slower than at end)
* Indexed on integer, starting at 0
* Access using index (STL uses **operator[]** for this)
* Find on index takes O(1) time; finding data takes O(n) time (linear search)

**list:**

* Singly or doubly linked list
* Insert and delete anywhere "O(1)"
* Find takes O(n) time
* "MoveNext", "MovePrevious", "MoveToStart", "MoveToEnd" functionality (implemented in iterators in STL library)
* Find takes O(n) time (linear search)

**map:**

* STL usually implements as a "red-black tree". Suggestion is to use a "hash map"
* Insert, delete, lookup: O(log n) time
* Find takes O(log n) time if searching by index, O(n) time (linear search) otherwise

Grading Scheme

1. Normally a grade of zero will be assigned to any assignment that is submitted late. However, certain rare exceptions apply according to the *Infotech* *Policy on Missed Evaluations and Evaluation Deadlines*.
2. If you code does not even compile, I will not mark it. Period.
3. If you code does not build (i.e. linker error) and run (i.e. no crazy run-time crash that is unexpected), I may investigate this further, but only if there is some simple problem and/or slight configuration error.
4. **I’ll be building it in Visual Studio 2015** (Regarding C++11 stuff: you can’t use the “**auto**” keyword), Make sure it can build using the **C++98** standard. Also, no boost (unless you have a /really/ convincing reason for using it. Good luck convincing me, though).

Marking scheme (“INFO6023\_Gems W2017 - Project 1 - Marking scheme.xlsx”):

![](data:image/x-emf;base64,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)

70/12-year old “squinty eye” plagiarism test:

* While you may freely “borrow” mine (or anyone other) code ***but*** your code should be “sufficiently” different from mine.
* You should also give credit for where you found the code, if you’ve used a significant portion of it.
* In other words, you *cannot* simply use an existing game engine (or part of a game engine) to complete this assignment; it should be either completely new of significantly modified.
* How will I determine this?

If I showed your application and/or your source code to either my *very* pragmatic 70-year-old mother, or a typical 12-year-old, and they looked at it, tilted their heads, squinted their eyes, and said, “you know, they look the same,” then they ***are*** the same.

In other words, I’m not going to be drawn into a giant debate over how “different” your code is from mine or anyone else’s, if a complete stranger, say a randomly stopped in the hallways, would conclude that the code and/or output is pretty much the same thing, then it’s “the same.”

Project Corrections

If any corrections or changes are necessary they will be posted to the course web site and you will be notified of any changes in class. It is your responsibility to check the site periodically for changes to the project. Additional resources relating to the project may also be posted.

Appendix: Interface code

#ifndef \_cPerson\_HG\_

#define \_cPerson\_HG\_

#include <string>

#include <vector>

enum eContainerType

{

STD\_VECTOR = 1,

STD\_LIST,

STD\_MAP,

CUSTOM\_DIY\_VECTOR,

CUSTOM\_DIY\_LIST,

CUSTOM\_DIY\_MAP,

UNKNOWN

};

struct sPerfData

{

sPerfData() :

elapsedCallTime\_ms(0.0f),

memoryUsageBytes\_min(0.0f),

memoryUsageBytes\_max(0.0f),

memoryUsageBytes\_avg(0.0f) {}

float elapsedCallTime\_ms;

float memoryUsageBytes\_min;

float memoryUsageBytes\_max;

float memoryUsageBytes\_avg;

};

struct sPoint

{

sPoint() : x(0.0f), y(0.0f), z(0.0f) {}

float x, y, z;

};

struct sPerson

{

sPerson() : uniqueID(0), age(0), health(0.0f) {}

unsigned long long uniqueID; // 64 bit unique identifier

std::string first;

std::string last;

int age;

float health;

sPoint location;

};

#endif // \_cPerson\_HG\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

#ifndef \_cPersonMotron\_HG\_

#define \_cPersonMotron\_HG\_

#include "cPerson.h"

#include <string>

#include <vector>

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// \_ \_\_ \_ \_ \_

// /\_\ \_\_\_ / \_|\_ \_ \_ \_ \_\_| |\_(\_)\_\_\_ \_ \_ \_\_(\_)

// / \_ \ (\_-< | \_| || | ' \/ \_| \_| / \_ \ ' \(\_-<\_

// /\_/ \\_\/\_\_/ |\_| \\_,\_|\_||\_\\_\_|\\_\_|\_\\_\_\_/\_||\_/\_\_(\_)

//

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// Loads data into the "main" container.

// Whenever this is called, any "old" data is destroyed.

bool LoadDataFilesIntoContainer( std::string firstNameFemaleFileName,

std::string firstNameMaleFileName,

std::string lastNameFileName );

// Returns only people with this name

// If the name (first or last) is blank (""), then ignore this parameter.

// For example:

// - if last name is "", search only by first name

// - if first name is "", search only by last name

// - if both names are blank, return everyone

bool FindPeopleByName( std::vector<sPerson> &vecPeople, sPerson personToMatch, int

maxNumberOfPeople = INT\_MAX );

bool FindPeopleByName( std::vector<sPerson> &vecPeople, std::vector<sPerson> &vecPeopleToMatch,

int maxNumberOfPeople = INT\_MAX );

// Returns false if not found.

bool FindPersonByID( sPerson &person, unsigned long long uniqueID );

// Finds the closest people (could be zero), from a point and radius.

// Assume that location is "less than or equal" to radius

bool FindPeople( std::vector<sPerson> &vecPeople, sPoint location, float radius,

int maxPeopleToReturn = INT\_MAX );

// Finds people with a cetain health range (inclusive of the min and max values)

bool FindPeople( std::vector<sPerson> &vecPeople, float minHealth, float maxHealth,

int maxPeopleToReturn = INT\_MAX );

// Combination of the two functions above

bool FindPeople( std::vector<sPerson> &vecPeople,

sPoint location, float radius, float minHealth, float maxHealth,

int maxPeopleToReturn = INT\_MAX );

// Returns the enum from the cPerson.h file

eContainerType getContainerType(void);

enum eSortType

{

ASC\_FIRST\_THEN\_LAST,

DESC\_FIRST\_THEN\_LAST,

ASC\_LAST\_THEN\_FIRST,

DESC\_LAST\_THEN\_FIRST,

ASC\_BY\_ID,

DESC\_BY\_ID,

ASC\_BY\_HEALTH,

DESC\_BY\_HEALTH

};

// Sorts the people, then returns the container of sorted people

// - this is from the data loaded by LoadDataFilesIntoContainer()

bool SortPeople( std::vector<sPerson> &vecPeople, eSortType sortType );

// Can be called after every function.

// Calls from any of the above functions overwrites this data.

// Measuring starts from when call is made to just before it returns.

bool GetPerformanceFromLastCall( sPerfData &callStats );

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// \_ \_ \_ \_ \_

// /\_\ \_\_\_ \_ \_\_ \_\_\_| |\_| |\_ \_\_\_ \_\_| |\_\_(\_)

// / \_ \ (\_-< | ' \/ -\_) \_| ' \/ \_ \/ \_` (\_-<\_

// /\_/ \\_\/\_\_/ |\_|\_|\_\\_\_\_|\\_\_|\_||\_\\_\_\_/\\_\_,\_/\_\_(\_)

//

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

class iPersonMotron

{

public:

// Loads data into the "main" container.

// Whenever this is called, any "old" data is destroyed.

virtual bool LoadDataFilesIntoContainer( std::string firstNameFemaleFileName,

std::string firstNameMaleFileName,

std::string lastNameFileName ) = 0;

// Returns only people with this name

// If the name (first or last) is blank (""), then ignore this parameter.

// For example:

// - if last name is "", search only by first name

// - if first name is "", search only by last name

// - if both names are blank, return everyone

virtual bool FindPeopleByName( std::vector<sPerson> &vecPeople,

sPerson personToMatch, int maxNumberOfPeople = INT\_MAX ) = 0;

virtual bool FindPeopleByName( std::vector<sPerson> &vecPeople, std::vector<sPerson>

&vecPeopleToMatch, int maxNumberOfPeople = INT\_MAX ) = 0;

// Returns false if not found.

virtual bool FindPersonByID( sPerson &person, unsigned long long uniqueID ) = 0;

// Finds the closest people (could be zero), from a point and radius.

// Assume that location is "less than or equal" to radius

virtual bool FindPeople( std::vector<sPerson> &vecPeople, sPoint location, float radius,

int maxPeopleToReturn = INT\_MAX ) = 0;

// Finds people with a cetain health range (inclusive of the min and max values)

virtual bool FindPeople( std::vector<sPerson> &vecPeople, float minHealth,

float maxHealth,

int maxPeopleToReturn = INT\_MAX ) = 0;

// Combination of the two functions above

virtual bool FindPeople( std::vector<sPerson> &vecPeople,

sPoint location, float radius, float minHealth, float maxHealth,

int maxPeopleToReturn = INT\_MAX ) = 0;

enum eSortType

{

ASC\_FIRST\_THEN\_LAST,

DESC\_FIRST\_THEN\_LAST,

ASC\_LAST\_THEN\_FIRST,

DESC\_LAST\_THEN\_FIRST,

ASC\_BY\_ID,

DESC\_BY\_ID,

ASC\_BY\_HEALTH,

DESC\_BY\_HEALTH

};

// Sorts the people, then returns the container of sorted people

// - this is from the data loaded by LoadDataFilesIntoContainer()

virtual bool SortPeople( std::vector<sPerson> &vecPeople, eSortType sortType ) = 0;

// Can be called after every function.

// Calls from any of the above functions overwrites this data.

// Measuring starts from when call is made to just before it returns.

virtual bool GetPerformanceFromLastCall( sPerfData &callStats ) = 0;

// Returns the enum from the cPerson.h file

virtual eContainerType getContainerType(void) = 0;

};

#endif // cPersonMotron